
Overview 

A. The initial source code (skeleton outline): 

Create a simple ordering/delivery service using socket programming in Python. This will involve 
setting up a server that handles multiple clients. We'll keep it straightforward to demonstrate the 
basic functionality, including user authentication, placing orders, and a simple chat feature. 

The main components and functionalities: 

1. User Authentication and Account Creation: 
o Collect user credentials (username and password). 
o Implement account creation and store credentials securely. 
o Use encryption for secure storage of passwords. 

2. Ordering and Delivery System: 
o Take orders from users. 
o Display a confirmation message once the order is placed. 
o Update the order count for the user. 

3. Reward/Loyalty System: 
o Record the number of times a user places an order. 
o Update and track rewards based on order count. 

4. Encryption: 
o Encrypt transactions to ensure secure communication. 

5. Chat Feature for Customer Service: 
o Implement a basic chat interface for customer queries and support. 

Enhancements: 

1. Database Integration: Use SQLite or a similar database to store user credentials and 
order information. 

2. Encryption for Transactions: Use libraries like cryptography for end-to-end 
encryption. 

3. Advanced Chat Feature: Implement a more sophisticated chat feature using web 
sockets or integrate with an existing customer service platform. 

Socket programming explanation: 

• Server Code (server.py): 
o Listens on port 5555 for incoming client connections. 
o Handles user account creation, login, order placement, and chat queries. 
o Manages multiple clients using threads. 

• Client Code (client.py): 
o Connects to the server on port 5555. 
o Provides a menu for users to create accounts, log in, place orders, and chat with 

customer service. 
o Sends requests to the server and receives responses. 



You can run the server by executing server.py and then run multiple instances of client.py to 
simulate different clients connecting to the server. 

 

B. Encryption and decryption explanation: 

Enhancing the server-client communication by incorporating encryption and decryption algorithms. 
We'll use the cryptography library for this purpose. This library provides a high-level interface for 
secure encryption and decryption. It provides a secure ordering and delivery service with encrypted 
communication between the server and clients. 

• Encryption and Decryption: 
o encrypt_message and decrypt_message functions are added to both the server 

and client to handle the encryption and decryption of messages using the 
cryptography library. 

o The Fernet symmetric encryption ensures that messages are securely transmitted 
between the server and clients. 

• Server and Client Communication: 
o Messages are encrypted before being sent and decrypted upon receipt, ensuring 

secure communication. 

Authentication explanation: 

Implement proper authentication for both new user account creation and returning user login. 

• User Authentication: 
o The CREATE command allows new users to create accounts. If the username 

already exists, a message is sent back to inform the user. 
o The LOGIN command authenticates returning users by checking their credentials 

against the stored data. 
• Encryption and Decryption: 

o The encrypt_message and decrypt_message functions are used to ensure secure 
communication between the client and the server. 

By incorporating these elements, the program now securely handles user authentication and 
maintains the integrity of communication. 

 

Loops, functions, list & dictionaries, and files explanation: 

Enhancing the project to include loops, functions, lists, dictionaries, and file operations. This will 
make it more modular and eCicient. 

 



1. Loops: 
o The server uses a while True loop to continuously accept connections and 

handle client requests. 
o The client also uses a loop to present the menu and process user input. 

2. Functions: 
o Separate functions are created for user authentication, encryption, decryption, 

handling client connections, loading users from a file, and saving users to a file. 
3. Lists and Dictionaries: 

o The users dictionary stores user data, including passwords and order counts. 
4. Files: 

o The load_users and save_users functions handle reading from and writing to a 
JSON file (users.json) to persist user data. 

By incorporating these elements, the program is now more modular, eCicient, and secure. 

 

Executing the code on IDLE: 

Python 3.12.5 supports the necessary libraries and functionalities used in the code, such as 
socket, threading, hashlib, and cryptography. 

To ensure it runs smoothly, make sure to have the cryptography library installed: 

pip install cryptography 

When running the server and client scripts in IDLE, ensure that: 

• The server script (server.py) is executed first and is actively listening for client 
connections. 

• The client script (client.py) is then executed, connecting to the running server. 

 


